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Abstract

Software architecture is important for large systems in
which it is the main means for, among other things, con-
trolling complexity. Current ideas on software architec-
tures were not available more than ten years ago. Soft-
ware developed at that time has been deteriorating from
an architectural point of view over the years, as a result
of adaptations made in the software because of changing
system requirements. Parts of the old software are nev-
ertheless still being used in new product lines. To make
changes in that software, like adding features, it is im-
perative to first adapt the software to accommodate those
changes. Architecture improvement of existing software is
therefore becoming more and more important.

This paper describes a two-phase process for software
architecture improvement, which is the synthesis of two
research areas: the architecture visualisation and analysis
area of Philips Research, and the transformation engines
and renovation factories area of the University of Amster-
dam. Software architecture transformation plays an im-
portant role, and is to our knowledge a new research topic.
Phase one of the process is based on Relation Partition Al-
gebra (RPA). By lifting the information to higher levels
of abstraction and calculating metrics over the system, all
kinds of quality aspects can be investigated. Phase two
is based on formal transformation techniques on abstract
syntax trees. The software architecture improvement pro-
cess allows for a fast feedback loop on results, without the
need to deal with the complete software and without any
interference with the normal development process.

Keywords: software architecture, software recovery,
software rearchitecting, software architecture transforma-
tion

1 Introduction

Royal Philips Electronics N.V. is a world-wide company
that develops low-volume professional systems (such as
communication systems and medical systems) and high-
volume consumer electronics systems (like digital set-top
boxes and television sets). Software plays an increasingly
important role in all these systems.

In the domain of high-volume electronics the point has
been reached at which it is no longer possible to develop
each new product from scratch. The software architec-
ture of new products is of great importance with respect
to satisfying the demands for increasing functionality with
decreasing time-to-market. Design for reuse and open ar-
chitectures are of the utmost importance with respect to
software architectures for product lines [BCK98].

In the domain of professional systems this turning point
was already reached more than ten years ago. At the time
when these large software systems were developed, most
of the current software architecture techniques were not
available. The old software is nevertheless still used in the
development of new products. Current products are more
and more feature-driven, and must therefore meet high
requirements with respect to the flexibility and maintain-
ability of the software.

Since we want to accommodate future changes in the
software in both domains, there is a need for software ar-
chitecture improvement. This paper describes a new soft-
ware architecture improvement process that combines two
research areas.

The main topic of this paper is the description of a
two-phase process for recovering and improving software
architectures, with a clear distinction between architec-
ture impact analysis (phase one) and software architec-
ture transformations (phase two). Architecture impact
analysis uses a model based on Relation Partition Alge-
bra (RPA [FO94, FK098, FO99, FK99]). Software archi-
tecture transformations use formal transformation tech-
niques, and aim at modifying the software to meet the



new architecture requirements [BKV96, BSV97, SV98,
BKV98, DKV99, SV99a, SV99b, SV99c, SV99d].

The paper is structured as follows. In Section 2 a gen-
eral description of the process for software architecture
improvement is given. Section 3 describes an example to
illustrate this process. In Section 4 issues related to ar-
chitecture impact analysis are discussed. Section 5 focuses
on the software architecture transformations and describes
ideas for a set of basic transformations that are of interest
for these kinds of software architecture improvements. Fi-
nally, related work is described and some conclusions are
given.
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2 Improvement Process

We need to address a number of questions related to the
type of software systems under investigation:

¢ How do we make software architectures of existing
systems explicit?

e How do we realise and measure improvement?

e How can we make changes in the software without in-
troducing new defects and without spending too much
time?

The process which in our opinion can answer these ques-
tions is depicted in Figure 1. Before we give a detailed
description of the steps, we will give some definitions and
assumptions on which this process is based. We adhere to
the terminology proposed by Chikofsky and Cross [CC90].

To improve software architecture we must first have a
described software architecture, which is an explicit de-
scription of requirements of the system from a software
architecture point of view [SNH95, Kru95]. For large soft-
ware systems a software architecture description is usually
not available. Software architecture recovery or reverse ar-
chitecting [Kri97, Kri99] is the process that extracts such
a description from the software.

Rearchitecting is the process of changing the software ar-
chitecture. Software architecture improvement is the pro-
cess that makes changes in the architecture in such a way
that it improves the software in one or more of its quality
aspects. Quality aspects are for instance the comprehensi-
bility of the software for the developers, the extensibility
of the software with new features and the reusability of its

parts. Quality aspects are usually accompanied by met-
rics. Using the proper metrics we can measure improve-
ment by comparing the values before and after the change.
Defining good metrics is a research topic beyond the scope
of this paper. To experiment with different kinds of met-
rics and changes we need a good process, supported by
tooling.

Changes can affect many parts of the software. Before a
change is executed, an architect must know exactly which
parts of the software will be affected. Also important is
the cost of implementing the change. Architecture impact
analysis is the process of calculating the consequences of
an architecture change before applying it to the software.
If the architect can track the impact of a change, then
it is also possible to automate the actual changing of the
software. Automation can help to increase the quality
and reduce the cost of implementing the change. Since we
do not want to keep modifying the software during each
experiment, it is better to use an abstract model of the
software.

At Philips we have many years of experience using Re-
lation Partition Algebra [FO94, FK098, F0O99, FK99],
which involves a mathematical model based on sets and
relations and has proven to be quite adequate for impact
analyses of this kind. Using a model of the existing soft-
ware allows for fast feedback of the impact without the
need to modify the software.

The software architecture improvement process that we
propose makes a distinction between architecture impact
analysis on the one hand and software architecture trans-
formations on the other. Figure 1 shows the software ar-
chitecture improvement process. Each of the steps in the
process (corresponding to the numbers in the figure) will
be described successively. An example using the process
will be described in Section 3.

Step 1: extract

The software architecture description is extracted from the
software (source code, implementation environment, nam-
ing and coding conventions, etcetera) and from the archi-
tects by conducting interviews. We first have to define
what such a software architecture description is. In gen-
eral, it describes the relations between so-called design en-
tities, for instance a use relation. Design entities are levels
of abstraction that constitute some form of hierarchy or
part-of relation, like layers, components, modules, func-
tions. Each software architecture has its own terminology.
The result of the extract step is an RPA model.



Reci P 3: submit
ecipe <

N

2a: evaluate 2b: change

AN

RPA
model

4: transform

1: extract

Software Architecture
Transformation

Architecture Impact
Analysis

Figure 1: Software Architecture Improvement

Step 2a: evaluate

The RPA model is evaluated. The evaluation gives an
image of the software architecture as it is reflected by
the RPA model of the software. Metrics corresponding
to quality aspects can be calculated. Also, structures can
be visualised, for instance using box-arrow diagrams. The
architect can now form ideas on how to change the RPA
model in order to improve one or more of the quality as-
pects. Although actions like calculating metrics and build-
ing structure diagrams can be automated, the actual de-
cisions must be made in an interactive process with the
architect.

Step 2b: change

Changes are made in the RPA model. Making changes in
an abstract model of the software (like RPA) makes it eas-
ier to try out ideas, rather than make the changes in the
software directly. The results are available more quickly
and the software is not corrupted in the process. The ar-
chitect can try different changes and use backtracking if
a change does not lead to the desired improvement of the
software architecture. A subsequent evaluate step results
in metrics or diagrams of the new model that can be com-
pared with the old model. Several changes can be stacked
by repetitively executing a change followed by an evaluate
step.

Step 3: submit

The changes that have been made in the RPA model are
now used to submit a recipe. A recipe is an ordered list
of transformations that have to be performed on the soft-
ware. Once we have developed a set of basic transforma-
tions for each useful change in the RPA model, the submit
step is rather trivial. Finding good basic transformations
will be a major topic of future research. The architect can
decide to submit several of these recipes, before starting
the transform step. However, eventually the recipes must
be executed in the order of their creation.

Step 4: transform

A recipe is used to transform the software. The ba-
sic transformations in the recipe are executed in the or-
der of their occurrence. In the implementation, each of
these basic transformations can be subdivided into sev-
eral language-dependent transformations. Automating
the transform step of the software architecture improve-
ment process eliminates errors otherwise caused by hu-
mans and is much faster.

Once the transform step has been completed for all
recipes, the software again reflects the RPA model in such
a way as if the RPA model had been extracted from the
changed software. The process for software architecture
improvement can start again, but the extract step can
now be skipped, on the assumption that the tool-chain is
error-free. Note that by logging the transformations made
in the software, the architect can present the changes to
the software crew responsible for maintenance.

3 Example

We want to clarify the process described in Section 2 with
an example that reflects aspects of a real system. Let us
consider a system that is hierarchically decomposed into
the following design entities: subsystems, modules and
units. In Figure 2 the decomposition is described in a
UML [Fow97] class diagram, which states that a subsys-
tem consists of one or more modules. We will use italics
for the names in the example and typewriter style for
filenames and code fragments.

The system consists of for instance 1518 units contain-
ing software, which are written in different programming
languages, to name a few: Fortran, Pascal, PL/M, Chill,
SDL, SQL, Prom, several assemblers, Make, RCS and
Script. Units use each other by for instance calling a func-
tion. An import statement reflects a use relation between



Figure 2: Example: Hierarchical Model
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units, for instance in the programming language C [KR8§]
unit7.c can contain a statement
#include "unit3.h".

This means that unit7 uses unit3. (In C a unit consists of
a header file, containing function declarations, and a body
file, containing function definitions.) The system decom-
position is expressed in a part-of relation, for instance the
pair <unit7, mod3> is a member of that relation, which
means that unit7 is contained in (part of) mod3.

Idea 1:

A unit U, containing archiving-related functionality, is
located in the printing module and the architect consid-
ers moving unit U to the archiving module. To simulate
the consequences of this change the architect modifies the
RPA model by updating the part-of relation: <U, print-
ing> is replaced by < U, archiving>. In Figure 3 we see
on the left the original use relation on module level and on
the right we see the new (simulated) view of the system.

After the evaluation of the result, the architect decides
to transform his or her idea into a recipe for changing
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the software. To explain the required modification in the
software we first have to discuss how the design entities
map onto the elements of the software archive, and explain
the build process.

Figure 4 shows a UML class diagram of the relationships
of the build description. A version of the software consists
of a number of directories in which files reside. Further-
more, a build description belongs to a version, which de-
scribes how objects, executables and libraries are created
from the software files.

We recall that in the programming language C a unit
consists of a header file and a body file. A module is not
explicitly available in the archive, but a filename prefix
refers to the module name. A subsystem is reflected by a
directory and a system maps onto a version. To move unit
U from the printing module to the archiving module, we
have the following recipe with changes.

Recipe 1:

1. Rename the files of unit U so that they get the proper
prefix.

2. Move the files of unit U to the directory (subsystem)
to which the archiving module belongs.

3. Change all import statements in all the units accord-
ing to the newly created name of the header file of
unit U.

4. Adapt the build description (change file names, adapt
include paths, etcetera).

It is possible to modify the software by hand by follow-
ing the recipe, but this is a tedious and error-prone task.
For large systems, the build description may consist of
dozens of makefiles, which must all be analysed and pos-
sibly adapted. Moreover, worst case 1518 units may need



to be adapted to include the proper import statements.
For this relatively simple architecture transformation we
already need tools to change the software.

Idea 2:

In legacy systems, functions may be organised in an
arbitrary unit. During construction, a developer is some-
times pressured by time constraints to put a specific func-
tion in one unit while semantically it would fit better in
another unit. The architect decides to move the function
to the correct unit, say function F' in unit U to unit X.
The detailed recipe for applying this idea to the software
depends heavily on for instance the implementation lan-
guages. Let us again take the programming language C
as an example, then more specifically the recipe contains
the following entries.

Recipe 2:

1. Move the declaration and definition of function F to
the header file and body file of unit X respectively.

2. Change the #include statements in files that use
function F.

3. Adapt the build description files.

Referring to step 1 in the recipe: moving the function
declaration and definition is not trivial, and the types
used in the function have to be within the scope of the
new location, which means relocating type definitions or
adding additional #include statements. The same holds
for global variables and macros that are being used. Al-
though idea 2 is similar to idea 1 (the same change but at
a different level of abstraction) the recipes are different.
Therefore we must consider these changes to be different.
In general we can say that changes are dependent on the
applied level of abstraction.

Idea 3:

Several units in the software contain identical functions
or so-called function clones. The architect considers re-
moving all but one, and changing the use relation of the
units accordingly. The architect uses metrics for cohesion
and coupling to determine which of the function clones
should remain in the software. Once he or she has deter-
mined which function is the best choice (by trying one and
using backtracking before trying the next), the following
recipe can be executed.

Recipe 3:

1. Change the #include statements in the files that use
one of the functions that will be removed.

2. Remove the function-clones.

3. Adapt the build description.

The impact analysis of a change of this kind has been exer-
cised and implemented in the Abstract-level Re-clustering
Tool (ART [Bro99]) developed at Philips Research, which
calculates the impact of clone elimination and re-clustering
based on the cohesion and coupling metrics.

In the case of embedded systems we should also consider
the target system files (executables, dynamic libraries,
scripts). These files are generated during construction and
copied to the appropriate location on the target (for in-
stance an EPROM). In a first experiment we decided to
keep the target executables the same, i.e. not to change the
communication protocols between the executables (which
may occur if the architect moves a function from one target
to another). In a next experiment, it is possible to also
model the execution view of the systems, including the
communication, after which the impact of such changes
can also be viewed.

In this example we have given three ideas that are of
interest to an architect after inspecting the views of the
model (like the one presented in Figure 3). One can also
consider more automation by introducing algorithms that
try several changes using architectural metrics. Architec-
tural metrics also abstract from the details of the system
and can indicate some quality aspect of the system at some
level of abstraction.

4 Architecture Impact Analysis

Software architecture impact analysis is concerned with
measuring change on an architectural level. In our process,
this not only means visualising the parts of the architec-
ture that are affected by a change, but also comparing the
before and after situations. Impact analysis covers steps
2a and 2b of Figure 1. In these steps the software architect
interacts with the RPA model. If he or she sees possibili-
ties for improvements, changes can be made in the model
and the results can be evaluated and compared with the
original. Before the software architect can start interact-
ing with the RPA model, information has to be extracted
from the software. The extraction is mostly an automated
process.

Scripts can be used to extract information from the
software often in combination with commercial tools, like
QAC [Pro96], Sniff [Tak95] and the Microsoft BSC kit.
The type of information extracted is for instance the use
relation between functions, otherwise known as the call-
graph. The part-of relation for each level of abstraction
(Figure 2) can also be extracted. Following the example,
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the part-of relation between units and modules can be ex-
tracted by scanning the filenames of the units for their
prefix. Simpler is the part-of relation between modules
and subsystems, which relates to files in directories. Note
that the same module prefix may have been used in dif-
ferent directories, which in the example is considered an
architecture violation that needs to be corrected in a first
transformation.

Using RPA expressions, it is possible to add high-
level information to the RPA model. For instance, the
use relation between units can be calculated by lift-
ing the use relation between functions using the part-
RPA has a
rich set of operators to calculate the high-level informa-
tion [FO94, FKO98, FO99, FK99].

It is also possible to add accounting information by us-
ing multi-relations [FK99], so that the architect knows
how many static function calls exist from one unit to an-
other. Figure 5 shows an example. The left-hand side
shows a use relation of units. The right-hand side shows
the lifted use relation (module level) with accounting in-
formation.

One way of evaluating the recovered architecture is us-
ing architectural metrics for the different quality aspects.
Metrics are defined using an RPA expression, which can
be executed on the RPA model. An example of a metric is
the cohesion of a unit, which can be expressed as the quo-
tient of the number of internal static function calls and the
number of all possible internal static function calls. Some
other examples of metrics are listed below.

of relation between functions and units.

¢ A metric for coupling defines the rate of external con-
nections. The coupling metric, like the metric for co-
hesion, can be defined for different levels of abstrac-
tion.

e A metric for layering indicates the rate of up-calls in
a layered architectural model.

Another way of evaluating the recovered architecture is

by using box-arrow diagrams as in Rigi [SWM97], the
Software Bookshelf [FHK*97] and 3D visualisation [F.J98].
Figure 3 shows how the old and new situations of a sim-
ple use relation between modules are related. Restricting
views and zoom functions can be calculated on the RPA
model to let the software architect focus on the problems
at hand. Note that architecture impact analysis is a highly
interactive process that cannot be completely automated.
The final decisions have to be made by the architect. The
process can only show possible changes and their impact.
An example of a valuable change in the model is function-
clone elimination as described in the example of Section 3.

The process for software architecture improvement, sup-
ported by the proper tooling, gives us an appropriate
framework for investigating the impact of changes on an
architectural level, as well as a basis for defining new and
better metrics for the different quality aspects.

5 Software Architecture Transfor-
mations

The goal of impact analysis performed on a model of
the software architecture is to identify valuable architec-
ture changes, i.e. changes that lead to an improved soft-
ware architecture. Once one or more valuable architec-
ture changes have been identified in the model, we want
to adapt the software of the existing system accordingly.
For this purpose a recipe is used, which describes how to
translate changes performed in the model of the software
architecture into changes in the actual software.

A recipe is a generic description of a so-called architec-
ture transformation. An architecture transformation is a
transformation in the software, which has an impact on
the architectural model of the system.

An interesting property of architecture transformations
is that they can be combined, so larger architecture trans-
formations can be constructed as a sequence of smaller
architecture transformations (see the example below).

Our goal is to identify a set of useful architecture trans-
formations. This set will include basic architecture trans-
formations (i.e. architecture transformations that are not
described as a sequence of smaller architecture transforma-
tions) and composite architecture transformations. Com-
posite transformations consist of a number of basic trans-
formations, but have a right of existence of their own
(mostly because they are frequently used). We expect this
set of useful architecture transformations to grow in time
as we gain more insight into the kind of transformations
needed. The basic and composite architecture transforma-
tions can be seen as building blocks, from which recipes
can be constructed.



There are several advantages of constructing recipes as
sequences of architecture transformations over construct-
ing them by hand.

e An architecture transformation provides a standard
solution, which can be reused. Constructing a recipe
for a certain change, as a fixed sequence of architec-
ture transformations, guarantees that this change will
always be performed in the same way. This will prob-
ably makes it easier to understand the architecture of
the transformed software.

¢ Architecture transformations are building blocks, so
recipes can be composed as a sequence of architecture
transformations, which saves development time.

¢ Implementing small basic architecture transforma-
tions is much simpler than implementing complete
dedicated recipes.

We will now give some examples of possible architecture
transformations, both basic and composite, based on the
example given in Section 3.

CreateUnit transformation

This basic transformation creates the files for a new and
empty unit U. Since the unit is not yet used anywhere, cre-
ating it does not have an impact on the build description.
In the programming language C, a new body file U. c and
header file U.h are created.

DeleteUnit transformation

This basic transformation deletes the files of a unit U
given the precondition that the functions in unit U are
no longer being used. The build description need not be
altered. For the programming language C, the body file
U.c and the header file U.h are deleted.

RenameUnit transformation

This basic transformation renames the files of a unit
U to a unit V given the precondition that unit V does
not yet exist. If unit V does exist, it will be overwrit-
ten. Every unit X that uses functions of unit U needs to
import unit V instead. In the programming language C,
the #include "U.h" is replaced by #include"V.h" in the
files of unit X. In the build description, every occurrence
of unit U is replaced by unit V.

IsolateFunction transformation

This basic transformation isolates one function F' from
unit U and relocates it to an existing empty unit V. Every
unit X that uses function F' needs to import unit V. If unit
X does not use any other functions of unit U, the import

of unit U can be removed. In the programming language
C, the statement #include"V.h" is added to the files of
unit X. In the build description, a dependency with unit
V is added to unit X.

CombineUnits transformation

This basic transformation combines two units U and
V into an existing empty unit W (not equal to U and
V). Every unit X that uses functions from either unit
U or V needs to replace the imports with an import of
unit W. In the programming language C, the statements
#include"U.h" and #include"V.h" are removed from
the files of unit X, and a statement #include"W.h" is
added. In the build description, every occurrence of unit
U and unit V is replaced by unit W.

MoveFunction transformation

This composite transformation moves a function F from
unit U to unit V. It can be constructed using the previ-
ously defined basic transformations.

1. CreateUnit T}
. IsolateFunction F' from unit U in unit T}
. CreateUnit 15

. CombineUnits 77 and V into unit T5

2
3
4
5. DeleteUnit T}
6. DeleteUnit V
7

. RenameUnit T5 to unit V

Once the ideas have been evaluated and turned into
recipes, they can be expressed in architecture transforma-
tions as we have seen above. So in principle it is now clear
what has to be done in the software. Implementing the
transformations is another issue. In order to make auto-
matic changes in the complete software, we implement a
software renovation factory. This is an architecture that
enables rapid implementation of tools that are typical of
code changes. The construction of such factories is be-
yond the scope of this paper. The interested reader is re-
ferred to [BKV96, KV98, BKV98 DKV99, SV99b, SV99a,
BD99].

The systems we are dealing with are mixed-language ap-
plications. We have to construct a reengineering grammar
that understands all applied languages. [SV99a] describes
a process and tools generating a reengineering grammar
from the source code of compilers. In that paper, 20 sub-
languages play a role. When the grammar has been de-
fined, we can generate software that we call a software ren-
ovation factory; see [SV99b] for an overview and [BD99]



for applications. Setting up such a factory takes time for
systems containing dozens of different languages. The in-
dividual grammars of the compilers and scripting facilities
need to be reverse engineered. The actual generation of
the software factories is automatic.

To be able to carry out basic architecture transforma-
tions we can annotate some of the software with so-called
scaffolding information ([SV99c]). For example, when a
function is moved to another file, we can annotate all calls
to this function in the source files so that we know in a
later stage that we can turn those calls into other calls.
It will be clear that the architecture transformations are
implemented as complete assembly lines containing many
small steps.

To give an example of architecture transformations
using scaffolding, when we generate a software renova-
tion factory from a modular grammar, the entire sys-
tem consists of grammar files, and the transformation is
called Gen-Factory. The implementation parses the en-
tire grammar system using scaffolding and the transforma-
tion is effected throughout the entire system in about 200
different steps. Similar principles apply to the architecture
transformations for systems other than those consisting of
grammar files.

6 Related Work

In Chapter 19, Software Architecture in the Future, of
the textbook [BCK98] architecture migration technology
is mentioned. Our paper is a first step towards this migra-
tion technology of the future, and to our knowledge this
is a new subject. Of course, parts of the subject of archi-
tecture transformations already exist. To mention a few
efforts to analyse software architectures: Rigi [SWM97],
The Software Bookshelf [FHK'97], Dali [KC99], and
efforts at Philips Research Labs [Kri97, KPZ99]. A
lot of work has been done on code level; we mention
Sneed’s Reengineering Workbench [Sne98], the TAMPR
system [BHW96], TXL [CHHP91], REFINE [Rea92],
COSMOS [Eme98], RainCode [Rai98], the ASF+SDF
Meta-Environment [K1i93], Elegant [Aug93, Phi93].

The combination of architecture analysis tools and tools
that work on the code level is an issue that gained at-
tention at SEI under the name of CORUM [WOL"98,
KWC98]. This effort aims at the interoperation of tools
by a common format. Our approach differs from theirs
in that we do not focus on interoperability, like sharing a
parser both for architecture impact analysis and for code
transformations. Instead of reusing parser output, we fo-
cus on reusing the source code of the parser, so that we
can change the parser into a parser appropriate for reengi-

neering [SV99a].

Our approach is more in line with the COSMOS ap-
proach for solving the Y2K problem. After analysis, COS-
MOS returns a prescription of what needs to be done to
the code. This prescription can be carried out by hand,
or in some cases it can be executed automatically. A dif-
ference is that we focus on the transformation’s impact on
the architecture, which is mostly not the case with Y2K
repair engines.

In the impact phase (phase one) we adapt our RPA
model in order to evaluate the effect of modifications of
the architecture beforehand. This is comparable to the
Software Architecture Analysis Method or SAAM [BCK98,
Ch. 9]. The mathematical foundations of RPA [FO94,
FKO98, FO99, FK99] are similar to the mathematical
foundations of [Hol98].

7 Conclusions

The process for software architecture improvement that we
have proposed in this paper is completely implementation-
independent. The techniques that we combine still leave
room for other possibilities. =~ We have chosen Rela-
tion Partition Algebra as an abstract model of the soft-
ware because we have had good experiences with the
model and its usefulness in many applications. Re-
lated work as in [Hol98] can also be used. The archi-
tecture transformations are implementation-independent
themselves. Only at the lowest level they are expressed
in small programming-language-specific transformations.
Any kind of compiler technology can be used for the imple-
mentation of these programming-language-specific trans-
formations. We named a few in Section 6. We have chosen
the software factory technology with its assembly lines be-
cause it comes close to our views on decomposable trans-
formations.

We have shown that the process for software architec-
ture improvement is flexible in experimenting with new
metrics and changes, in order to find those best suited
for the systems we investigate. By forming ideas and try-
ing them out in the model we can perform an early impact
analysis. The changes made in the model are submitted as
recipes containing high-level architecture transformations,
which themselves consist of basic and composite transfor-
mations.

The process for software architecture improvement sepa-
rates architecture impact analysis from architecture trans-
formations, which presents the following advantages from
making changes in the software directly.

e During idea generation there is no interference with
the daily work of the software developers.



e Impact analysis is performed on an abstract view of
the system, which greatly reduces the amount of in-
formation. We can gain the insight we need, without
being distracted by the details of the software.

e Making changes in a model gives us the opportunity
to backtrack in the flow of ideas.

¢ The feedback of the changes is almost immediate.

e Last but not least, the process is open to future re-
search results relating to finding appropriate architec-
tural metrics and changes.

The feasibility of the approach has already been proven
in [Bro99] for clone elimination. In our future work we
intend to test and implement this process for software ar-
chitecture improvement. Our work will comprise the fol-
lowing steps.

e Development of an impact analysis system on top of
existing RPA functionality.

e Implementation of a framework for logging and back-
tracking changes.

e Definition of proper basic architecture transforma-
tions.

e Implementation the basic architecture transforma-
tions.

e Evaluation of the process for a real-world system.
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